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# Complete code after Exercise 1

# Complete code after Exercise 2

## Form1.cs

using Nakov.TurtleGraphics;

using System.Windows.Forms;

namespace OOPDraw

{

public partial class Form1 : Form

{

public Form1()

{

InitializeComponent();

}

private void Form1\_MouseClick(object sender, MouseEventArgs e)

{

//Transform windows coordinates to Turtle coordinates

float turtleX = e.X - Width / 2 + 8;

float turtleY = Height / 2 - e.Y - 19;

string selectedItem = (string) comboBox1.SelectedItem;

if (selectedItem == "Draw Triangle")

{

DrawTriangle(turtleX, turtleY, 50);

}

else if (selectedItem == "Draw Rectangle")

{

DrawRectangle(turtleX, turtleY, 50, 100);

}

}

private static void DrawTriangle(float xOrigin, float yOrigin, float sideLength)

{

Turtle.ShowTurtle = false;

Turtle.PenSize = 2;

Turtle.Angle = 0; //Always start from North

Turtle.X = xOrigin;

Turtle.Y = yOrigin;

Turtle.Rotate(30);

for (int i = 0; i < 3; i++)

{

Turtle.Forward(sideLength);

Turtle.Rotate(120);

}

}

private static void DrawRectangle(float xOrigin, float yOrigin, float height, float width)

{

Turtle.ShowTurtle = false;

Turtle.PenSize = 2;

Turtle.Angle = 0; //Always start from North

Turtle.X = xOrigin;

Turtle.Y = yOrigin;

for (int i = 0; i < 2; i++)

{

Turtle.Forward(height);

Turtle.Rotate(90);

Turtle.Forward(width);

Turtle.Rotate(90);

}

}

}

}

## Form1.Designer.cs

namespace OOPDraw

{

partial class Form1

{

/// <summary>

/// Required designer variable.

/// </summary>

private System.ComponentModel.IContainer components = null;

/// <summary>

/// Clean up any resources being used.

/// </summary>

/// <param name="disposing">true if managed resources should be disposed; otherwise, false.</param>

protected override void Dispose(bool disposing)

{

if (disposing && (components != null))

{

components.Dispose();

}

base.Dispose(disposing);

}

#region Windows Form Designer generated code

/// <summary>

/// Required method for Designer support - do not modify

/// the contents of this method with the code editor.

/// </summary>

private void InitializeComponent()

{

this.comboBox1 = new System.Windows.Forms.ComboBox();

this.SuspendLayout();

//

// comboBox1

//

this.comboBox1.Items.AddRange(new object[] {

"Draw Triangle",

"Draw Rectangle"});

this.comboBox1.Location = new System.Drawing.Point(13, 13);

this.comboBox1.Name = "comboBox1";

this.comboBox1.Size = new System.Drawing.Size(121, 21);

this.comboBox1.TabIndex = 0;

//

// Form1

//

this.AutoScaleDimensions = new System.Drawing.SizeF(6F, 13F);

this.AutoScaleMode = System.Windows.Forms.AutoScaleMode.Font;

this.ClientSize = new System.Drawing.Size(385, 323);

this.Controls.Add(this.comboBox1);

this.Name = "Form1";

this.Text = "Form1";

this.MouseClick += new System.Windows.Forms.MouseEventHandler(this.Form1\_MouseClick);

this.ResumeLayout(false);

}

#endregion

private System.Windows.Forms.ComboBox comboBox1;

}

}

## Project view
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# Complete code after Exercise 3

## Rectangle.cs

namespace OOPDraw

{

public class Rectangle

{

//Properties

public float XOrigin { get; set; }

public float YOrigin { get; set; }

public float Width { get; set; }

public float Height { get; set; }

//The 'Constructor'

public Rectangle(float xOrigin, float yOrigin, float width, float height)

{

XOrigin = xOrigin;

YOrigin = yOrigin;

Width = width;

Height = height;

}

}

}

## EquliateralTriangle.cs

namespace OOPDraw

{

public class EquilateralTriangle

{

//Properties

public float XOrigin { get; set; }

public float YOrigin { get; set; }

public float SideLength { get; set; }

//The 'Constructor'

public EquilateralTriangle(float xOrigin, float yOrigin, float sideLength)

{

XOrigin = xOrigin;

YOrigin = yOrigin;

SideLength = sideLength;

}

}

}

## Form1.cs

using Nakov.TurtleGraphics;

using System.Windows.Forms;

namespace OOPDraw

{

public partial class Form1 : Form

{

public Form1()

{

InitializeComponent();

}

private void Form1\_MouseClick(object sender, MouseEventArgs e)

{

//Transform windows coordinates to Turtle coordinates

float turtleX = e.X - Width / 2 + 8;

float turtleY = Height / 2 - e.Y - 19;

string selectedItem = (string) comboBox1.SelectedItem;

if (selectedItem == "Draw Triangle") //We will add more options later

{

var tri = new EquilateralTriangle(turtleX, turtleY, 50);

DrawTriangle(tri);

}

else if (selectedItem == "Draw Rectangle")

{

var rec = new Rectangle(turtleX, turtleY, 100, 50);

DrawRectangle(rec);

}

}

private static void DrawRectangle(Rectangle rec)

{

Turtle.ShowTurtle = false;

Turtle.PenSize = 2;

Turtle.Angle = 0; //Always start from North

Turtle.X = rec.XOrigin;

Turtle.Y = rec.YOrigin;

for (int i = 0; i < 2; i++)

{

Turtle.Forward(rec.Height);

Turtle.Rotate(90);

Turtle.Forward(rec.Width);

Turtle.Rotate(90);

}

}

private static void DrawTriangle(EquilateralTriangle tri)

{

Turtle.ShowTurtle = false;

Turtle.PenSize = 2;

Turtle.Angle = 0; //Always start from North

Turtle.X = tri.XOrigin;

Turtle.Y = tri.YOrigin;

Turtle.Rotate(30);

for (int i = 0; i < 3; i++)

{

Turtle.Forward(tri.SideLength);

Turtle.Rotate(120);

}

}

}

}

## Form1.Designer.cs

Unchanged from Exercise 3

# Complete code after Exercise 4

## Rectangle.cs

using Nakov.TurtleGraphics;

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

namespace OOPDraw

{

public class Rectangle

{

//Properties

private float XOrigin { get; set; }

private float YOrigin { get; set; }

private float Width { get; set; }

private float Height { get; set; }

//The 'Constructor'

public Rectangle(float xOrigin, float yOrigin, float width, float height)

{

XOrigin = xOrigin;

YOrigin = yOrigin;

Width = width;

Height = height;

}

public void Draw()

{

Turtle.ShowTurtle = false;

Turtle.PenSize = 2;

Turtle.Angle = 0; //Always start from North

Turtle.X = XOrigin;

Turtle.Y = YOrigin;

for (int i = 0; i < 2; i++)

{

Turtle.Forward(Height);

Turtle.Rotate(90);

Turtle.Forward(Width);

Turtle.Rotate(90);

}

}

}

}

## EquilateralTriangle.cs

using Nakov.TurtleGraphics;

namespace OOPDraw

{

public class EquilateralTriangle

{

//Properties

private float XOrigin { get; set; }

private float YOrigin { get; set; }

private float SideLength { get; set; }

//The 'Constructor'

public EquilateralTriangle(float xOrigin, float yOrigin, float sideLength)

{

XOrigin = xOrigin;

YOrigin = yOrigin;

SideLength = sideLength;

}

public void Draw()

{

Turtle.ShowTurtle = false;

Turtle.PenSize = 2;

Turtle.Angle = 0; //Always start from North

Turtle.X = XOrigin;

Turtle.Y = YOrigin;

Turtle.Rotate(30);

for (int i = 0; i < 3; i++)

{

Turtle.Forward(SideLength);

Turtle.Rotate(120);

}

}

}

}

## Form1.cs

using System.Windows.Forms;

namespace OOPDraw

{

public partial class Form1 : Form

{

public Form1()

{

InitializeComponent();

}

private void Form1\_MouseClick(object sender, MouseEventArgs e)

{

//Transform windows coordinates to Turtle coordinates

float turtleX = e.X - Width / 2 + 8;

float turtleY = Height / 2 - e.Y - 19;

string selectedItem = (string) comboBox1.SelectedItem;

if (selectedItem == "Draw Triangle") //We will add more options later

{

var tri = new EquilateralTriangle(turtleX, turtleY, 50);

tri.Draw(); ;

}

else if (selectedItem == "Draw Rectangle")

{

var rec = new Rectangle(turtleX, turtleY, 100, 50);

rec.Draw();

}

}

}

}

## Form1.Designer.cs

Unchanged from Exercise 3

# Complete code for Exercise 5

## Shape.cs

namespace OOPDraw

{

public interface Shape

{

void Draw();

void MoveTo(float x, float y);

}

}

## Rectangle.cs

using Nakov.TurtleGraphics;

namespace OOPDraw

{

public class Rectangle : Shape

{

//Properties

private float XOrigin { get; set; }

private float YOrigin { get; set; }

private float Width { get; set; }

private float Height { get; set; }

//The 'Constructor'

public Rectangle(float xOrigin, float yOrigin, float width, float height)

{

XOrigin = xOrigin;

YOrigin = yOrigin;

Width = width;

Height = height;

}

public void Draw()

{

Turtle.ShowTurtle = false;

Turtle.PenSize = 2;

Turtle.Angle = 0; //Always start from North

Turtle.X = XOrigin;

Turtle.Y = YOrigin;

for (int i = 0; i < 2; i++)

{

Turtle.Forward(Height);

Turtle.Rotate(90);

Turtle.Forward(Width);

Turtle.Rotate(90);

}

}

public void MoveTo(float x, float y)

{

XOrigin = x;

YOrigin = y;

}

}

}

## EquilateralTriangle.cs

using Nakov.TurtleGraphics;

namespace OOPDraw

{

public class EquilateralTriangle : Shape

{

//Properties

private float XOrigin { get; set; }

private float YOrigin { get; set; }

private float SideLength { get; set; }

//The 'Constructor'

public EquilateralTriangle(float xOrigin, float yOrigin, float sideLength)

{

XOrigin = xOrigin;

YOrigin = yOrigin;

SideLength = sideLength;

}

public void Draw()

{

Turtle.ShowTurtle = false;

Turtle.PenSize = 2;

Turtle.Angle = 0; //Always start from North

Turtle.X = XOrigin;

Turtle.Y = YOrigin;

Turtle.Rotate(30);

for (int i = 0; i < 3; i++)

{

Turtle.Forward(SideLength);

Turtle.Rotate(120);

}

}

public void MoveTo(float x, float y)

{

XOrigin = x;

YOrigin = y;

}

}

}

## Form1.cs

using Nakov.TurtleGraphics;

using System.Collections.Generic;

using System.Windows.Forms;

namespace OOPDraw

{

public partial class Form1 : Form

{

public Form1()

{

InitializeComponent();

}

private List<Shape> shapes = new List<Shape>();

private Shape mostRecent;

private void Form1\_MouseClick(object sender, MouseEventArgs e)

{

//Transform windows coordinates to Turtle coordinates

float turtleX = e.X - Width / 2 + 8;

float turtleY = Height / 2 - e.Y - 19;

string selectedItem = (string) comboBox1.SelectedItem;

if (selectedItem == "Draw Triangle") //We will add more options later

{

var tri = new EquilateralTriangle(turtleX, turtleY, 50);

shapes.Add(tri);

mostRecent = tri;

}

else if (selectedItem == "Draw Rectangle")

{

var rec = new Rectangle(turtleX, turtleY, 100, 50);

shapes.Add(rec);

mostRecent = rec;

}

else if (selectedItem == "Move Shape")

{

mostRecent.MoveTo(turtleX, turtleY);

}

Turtle.Dispose(); //Clear all Turtle tracks

DrawAll();

}

public void DrawAll()

{

foreach (var shape in shapes)

{

shape.Draw();

}

}

}

}

## Form1.Designer.cs

namespace OOPDraw

{

partial class Form1

{

/// <summary>

/// Required designer variable.

/// </summary>

private System.ComponentModel.IContainer components = null;

/// <summary>

/// Clean up any resources being used.

/// </summary>

/// <param name="disposing">true if managed resources should be disposed; otherwise, false.</param>

protected override void Dispose(bool disposing)

{

if (disposing && (components != null))

{

components.Dispose();

}

base.Dispose(disposing);

}

#region Windows Form Designer generated code

/// <summary>

/// Required method for Designer support - do not modify

/// the contents of this method with the code editor.

/// </summary>

private void InitializeComponent()

{

this.comboBox1 = new System.Windows.Forms.ComboBox();

this.SuspendLayout();

//

// comboBox1

//

this.comboBox1.Items.AddRange(new object[] {

"Draw Triangle",

"Draw Rectangle",

"Move Shape"});

this.comboBox1.Location = new System.Drawing.Point(13, 13);

this.comboBox1.Name = "comboBox1";

this.comboBox1.Size = new System.Drawing.Size(121, 21);

this.comboBox1.TabIndex = 0;

//

// Form1

//

this.AutoScaleDimensions = new System.Drawing.SizeF(6F, 13F);

this.AutoScaleMode = System.Windows.Forms.AutoScaleMode.Font;

this.ClientSize = new System.Drawing.Size(385, 323);

this.Controls.Add(this.comboBox1);

this.Name = "Form1";

this.Text = "Form1";

this.MouseClick += new System.Windows.Forms.MouseEventHandler(this.Form1\_MouseClick);

this.ResumeLayout(false);

}

#endregion

private System.Windows.Forms.ComboBox comboBox1;

}

}

# Complete code after Exercise 6

## Shape.cs

using Nakov.TurtleGraphics;

namespace OOPDraw

{

public abstract class Shape

{

protected float XOrigin { get; set; }

protected float YOrigin { get; set; }

//The 'Constructor'

public Shape(float xOrigin, float yOrigin)

{

XOrigin = xOrigin;

YOrigin = yOrigin;

}

//Abstract methods

public abstract void Draw();

//Concrete methods

public void MoveTo(float x, float y)

{

XOrigin = x;

YOrigin = y;

}

protected void ResetTurtle()

{

Turtle.ShowTurtle = false;

Turtle.PenSize = 2;

Turtle.Angle = 0; //Always start from North

Turtle.X = XOrigin;

Turtle.Y = YOrigin;

}

}

}

## Rectangle.cs

using Nakov.TurtleGraphics;

namespace OOPDraw

{

public class Rectangle : Shape

{

//Properties

private float Width { get; set; }

private float Height { get; set; }

//The 'Constructor'

public Rectangle(float xOrigin, float yOrigin, float width, float height) : base(xOrigin, yOrigin)

{

Width = width;

Height = height;

}

public override void Draw()

{

ResetTurtle();

for (int i = 0; i < 2; i++)

{

Turtle.Forward(Height);

Turtle.Rotate(90);

Turtle.Forward(Width);

Turtle.Rotate(90);

}

}

}

}

## EquilateralTriangle.cs

using Nakov.TurtleGraphics;

namespace OOPDraw

{

public class EquilateralTriangle : Shape

{

//Properties

private float SideLength { get; set; }

//The 'Constructor'

public EquilateralTriangle(float xOrigin, float yOrigin, float sideLength) : base(xOrigin, yOrigin)

{

SideLength = sideLength;

}

public override void Draw()

{

ResetTurtle();

Turtle.Rotate(30);

for (int i = 0; i < 3; i++)

{

Turtle.Forward(SideLength);

Turtle.Rotate(120);

}

}

}

}

All other code unchanged from previous exercise.

# Complete code after Exercise 7

## Shape.cs

using Nakov.TurtleGraphics;

namespace OOPDraw

{

public abstract class Shape

{

protected float XOrigin { get; set; }

protected float YOrigin { get; set; }

private float LineWidth { get; set; }

//The 'Constructor'

public Shape(float xOrigin, float yOrigin)

{

XOrigin = xOrigin;

YOrigin = yOrigin;

}

//Abstract methods

public abstract void Draw();

//Concrete methods

public void MoveTo(float x, float y)

{

XOrigin = x;

YOrigin = y;

}

public void Select()

{

LineWidth = 4;

}

public void Unselect()

{

LineWidth = 2;

}

protected void ResetTurtle()

{

Turtle.ShowTurtle = false;

Turtle.PenSize = LineWidth;

Turtle.Angle = 0; //Always start from North

Turtle.X = XOrigin;

Turtle.Y = YOrigin;

}

}

}

## Rectangle.cs

Unchanged from previous exercise

## EquilateralTriangle.cs

Unchanged from previous exercise

## Form1.cs

using Nakov.TurtleGraphics;

using System.Collections.Generic;

using System.Windows.Forms;

namespace OOPDraw

{

public partial class Form1 : Form

{

public Form1()

{

InitializeComponent();

}

private List<Shape> shapes = new List<Shape>();

private Shape mostRecent;

private void Form1\_MouseClick(object sender, MouseEventArgs e)

{

//Transform windows coordinates to Turtle coordinates

float turtleX = e.X - Width / 2 + 8;

float turtleY = Height / 2 - e.Y - 19;

string selectedItem = (string)comboBox1.SelectedItem;

if (selectedItem == "Draw Triangle") //We will add more options later

{

AddShape(new EquilateralTriangle(turtleX, turtleY, 50));

}

else if (selectedItem == "Draw Rectangle")

{

AddShape(new Rectangle(turtleX, turtleY, 100, 50));

}

else if (selectedItem == "Move Shape")

{

ActiveShape().MoveTo(turtleX, turtleY);

}

DrawAll();

}

private void AddShape(Shape shape)

{

if (shapes.Count > 0) //i.e. this isn't the first shape

{

ActiveShape().Unselect();

}

shapes.Add(shape);

activeShapeNumber = shapes.Count - 1; //i.e. the shape just added

ActiveShape().Select();

}

public void DrawAll()

{

Turtle.Dispose(); //First clear all Turtle tracks to start afresh

foreach (var shape in shapes)

{

shape.Draw();

}

}

private int activeShapeNumber = 0;

private Shape ActiveShape()

{

return shapes[activeShapeNumber]; //List elements can be accessed like an array

}

private void Next\_Click(object sender, System.EventArgs e)

{

ActiveShape().Unselect();

activeShapeNumber = activeShapeNumber + 1;

if (activeShapeNumber >= shapes.Count) activeShapeNumber = 0;

ActiveShape().Select();

DrawAll();

}

private void Prev\_Click(object sender, System.EventArgs e)

{

ActiveShape().Unselect();

activeShapeNumber = activeShapeNumber - 1;

if (activeShapeNumber < 0) activeShapeNumber = shapes.Count - 1;

ActiveShape().Select();

DrawAll();

}

}

}

## Form1.Designer.cs

namespace OOPDraw

{

partial class Form1

{

/// <summary>

/// Required designer variable.

/// </summary>

private System.ComponentModel.IContainer components = null;

/// <summary>

/// Clean up any resources being used.

/// </summary>

/// <param name="disposing">true if managed resources should be disposed; otherwise, false.</param>

protected override void Dispose(bool disposing)

{

if (disposing && (components != null))

{

components.Dispose();

}

base.Dispose(disposing);

}

#region Windows Form Designer generated code

/// <summary>

/// Required method for Designer support - do not modify

/// the contents of this method with the code editor.

/// </summary>

private void InitializeComponent()

{

this.comboBox1 = new System.Windows.Forms.ComboBox();

this.Next = new System.Windows.Forms.Button();

this.Prev = new System.Windows.Forms.Button();

this.SuspendLayout();

//

// comboBox1

//

this.comboBox1.Items.AddRange(new object[] {

"Draw Triangle",

"Draw Rectangle",

"Move Shape"});

this.comboBox1.Location = new System.Drawing.Point(13, 13);

this.comboBox1.Name = "comboBox1";

this.comboBox1.Size = new System.Drawing.Size(121, 21);

this.comboBox1.TabIndex = 0;

//

// Next

//

this.Next.Location = new System.Drawing.Point(13, 51);

this.Next.Name = "Next";

this.Next.Size = new System.Drawing.Size(48, 22);

this.Next.TabIndex = 1;

this.Next.Text = "Next";

this.Next.UseVisualStyleBackColor = true;

this.Next.Click += new System.EventHandler(this.Next\_Click);

//

// Prev

//

this.Prev.Location = new System.Drawing.Point(79, 51);

this.Prev.Name = "Prev";

this.Prev.Size = new System.Drawing.Size(55, 22);

this.Prev.TabIndex = 2;

this.Prev.Text = "Prev";

this.Prev.UseVisualStyleBackColor = true;

this.Prev.Click += new System.EventHandler(this.Prev\_Click);

//

// Form1

//

this.AutoScaleDimensions = new System.Drawing.SizeF(6F, 13F);

this.AutoScaleMode = System.Windows.Forms.AutoScaleMode.Font;

this.ClientSize = new System.Drawing.Size(385, 323);

this.Controls.Add(this.Prev);

this.Controls.Add(this.Next);

this.Controls.Add(this.comboBox1);

this.Name = "Form1";

this.Text = "Form1";

this.MouseClick += new System.Windows.Forms.MouseEventHandler(this.Form1\_MouseClick);

this.ResumeLayout(false);

}

#endregion

private System.Windows.Forms.ComboBox comboBox1;

private System.Windows.Forms.Button Next;

private System.Windows.Forms.Button Prev;

}

}

# Complete code for Exercise 8

## Shape.cs

using System;

using Nakov.TurtleGraphics;

namespace OOPDraw

{

public abstract class Shape

{

protected float XOrigin { get; set; }

protected float YOrigin { get; set; }

private float LineWidth { get; set; }

//The 'Constructor'

public Shape(float xOrigin, float yOrigin)

{

XOrigin = xOrigin;

YOrigin = yOrigin;

}

//Abstract methods

public abstract void Draw();

//Concrete methods

public void MoveTo(float x, float y)

{

XOrigin = x;

YOrigin = y;

}

public void ResizeAbsolute(float turtleX, float turtleY)

{

Resize(Math.Abs(turtleX - XOrigin), Math.Abs(turtleY - YOrigin));

}

public abstract void Resize(float x, float y);

public void Select()

{

LineWidth = 4;

}

public void Unselect()

{

LineWidth = 2;

}

protected void ResetTurtle()

{

Turtle.ShowTurtle = false;

Turtle.PenSize = LineWidth;

Turtle.Angle = 0; //Always start from North

Turtle.X = XOrigin;

Turtle.Y = YOrigin;

}

}

}

## Rectangle.cs

using Nakov.TurtleGraphics;

namespace OOPDraw

{

public class Rectangle : Shape

{

//Properties

private float Width { get; set; }

private float Height { get; set; }

//The 'Constructor'

public Rectangle(float xOrigin, float yOrigin, float width, float height) : base(xOrigin, yOrigin)

{

Width = width;

Height = height;

}

public override void Draw()

{

ResetTurtle();

for (int i = 0; i < 2; i++)

{

Turtle.Forward(Height);

Turtle.Rotate(90);

Turtle.Forward(Width);

Turtle.Rotate(90);

}

}

public override void Resize(float x, float y)

{

Width = x;

Height = y;

}

}

}

## EquilateralTriangle.cs

using Nakov.TurtleGraphics;

namespace OOPDraw

{

public class EquilateralTriangle : Shape

{

//Properties

private float SideLength { get; set; }

//The 'Constructor'

public EquilateralTriangle(float xOrigin, float yOrigin, float sideLength) : base(xOrigin, yOrigin)

{

SideLength = sideLength;

}

public override void Draw()

{

ResetTurtle();

Turtle.Rotate(30);

for (int i = 0; i < 3; i++)

{

Turtle.Forward(SideLength);

Turtle.Rotate(120);

}

}

public override void Resize(float x, float y)

{

//Ignore Y

SideLength = x;

}

}

}

## Form1.cs

using Nakov.TurtleGraphics;

using System;

using System.Collections.Generic;

using System.Windows.Forms;

namespace OOPDraw

{

public partial class Form1 : Form

{

public Form1()

{

InitializeComponent();

}

private List<Shape> shapes = new List<Shape>();

private Shape mostRecent;

private void Form1\_MouseClick(object sender, MouseEventArgs e)

{

//Transform windows coordinates to Turtle coordinates

float turtleX = e.X - Width / 2 + 8;

float turtleY = Height / 2 - e.Y - 19;

string selectedItem = (string)comboBox1.SelectedItem;

if (selectedItem == "Draw Triangle") //We will add more options later

{

AddShape(new EquilateralTriangle(turtleX, turtleY, 50));

}

else if (selectedItem == "Draw Rectangle")

{

AddShape(new Rectangle(turtleX, turtleY, 100, 50));

}

else if (selectedItem == "Move Shape")

{

ActiveShape().MoveTo(turtleX, turtleY);

}

else if (selectedItem == "Resize Shape")

{

ActiveShape().ResizeAbsolute(turtleX, turtleY);

}

DrawAll();

}

private void AddShape(Shape shape)

{

if (shapes.Count > 0) //i.e. this isn't the first shape

{

ActiveShape().Unselect();

}

shapes.Add(shape);

activeShapeNumber = shapes.Count - 1; //i.e. the shape just added

ActiveShape().Select();

}

public void DrawAll()

{

Turtle.Dispose(); //First clear all Turtle tracks to start afresh

foreach (var shape in shapes)

{

shape.Draw();

}

}

private int activeShapeNumber = 0;

private Shape ActiveShape()

{

return shapes[activeShapeNumber]; //List elements can be accessed like an array

}

private void Next\_Click(object sender, System.EventArgs e)

{

ActiveShape().Unselect();

activeShapeNumber = activeShapeNumber + 1;

if (activeShapeNumber >= shapes.Count) activeShapeNumber = 0;

ActiveShape().Select();

DrawAll();

}

private void Prev\_Click(object sender, System.EventArgs e)

{

ActiveShape().Unselect();

activeShapeNumber = activeShapeNumber - 1;

if (activeShapeNumber < 0) activeShapeNumber = shapes.Count - 1;

ActiveShape().Select();

DrawAll();

}

}

}

## Form1.Designer.cs

namespace OOPDraw

{

partial class Form1

{

/// <summary>

/// Required designer variable.

/// </summary>

private System.ComponentModel.IContainer components = null;

/// <summary>

/// Clean up any resources being used.

/// </summary>

/// <param name="disposing">true if managed resources should be disposed; otherwise, false.</param>

protected override void Dispose(bool disposing)

{

if (disposing && (components != null))

{

components.Dispose();

}

base.Dispose(disposing);

}

#region Windows Form Designer generated code

/// <summary>

/// Required method for Designer support - do not modify

/// the contents of this method with the code editor.

/// </summary>

private void InitializeComponent()

{

this.comboBox1 = new System.Windows.Forms.ComboBox();

this.Next = new System.Windows.Forms.Button();

this.Prev = new System.Windows.Forms.Button();

this.SuspendLayout();

//

// comboBox1

//

this.comboBox1.Items.AddRange(new object[] {

"Draw Triangle",

"Draw Rectangle",

"Move Shape",

"Resize Shape"});

this.comboBox1.Location = new System.Drawing.Point(13, 13);

this.comboBox1.Name = "comboBox1";

this.comboBox1.Size = new System.Drawing.Size(121, 21);

this.comboBox1.TabIndex = 0;

//

// Next

//

this.Next.Location = new System.Drawing.Point(13, 51);

this.Next.Name = "Next";

this.Next.Size = new System.Drawing.Size(48, 22);

this.Next.TabIndex = 1;

this.Next.Text = "Next";

this.Next.UseVisualStyleBackColor = true;

this.Next.Click += new System.EventHandler(this.Next\_Click);

//

// Prev

//

this.Prev.Location = new System.Drawing.Point(79, 51);

this.Prev.Name = "Prev";

this.Prev.Size = new System.Drawing.Size(55, 22);

this.Prev.TabIndex = 2;

this.Prev.Text = "Prev";

this.Prev.UseVisualStyleBackColor = true;

this.Prev.Click += new System.EventHandler(this.Prev\_Click);

//

// Form1

//

this.AutoScaleDimensions = new System.Drawing.SizeF(6F, 13F);

this.AutoScaleMode = System.Windows.Forms.AutoScaleMode.Font;

this.ClientSize = new System.Drawing.Size(385, 323);

this.Controls.Add(this.Prev);

this.Controls.Add(this.Next);

this.Controls.Add(this.comboBox1);

this.Name = "Form1";

this.Text = "Form1";

this.MouseClick += new System.Windows.Forms.MouseEventHandler(this.Form1\_MouseClick);

this.ResumeLayout(false);

}

#endregion

private System.Windows.Forms.ComboBox comboBox1;

private System.Windows.Forms.Button Next;

private System.Windows.Forms.Button Prev;

}

}

# Complete code after Exercise 9

## Project structure

![](data:image/png;base64,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)

## Shape.cs

using System;

using Nakov.TurtleGraphics;

namespace OOPDraw

{

public abstract class Shape

{

protected float XOrigin { get; set; }

protected float YOrigin { get; set; }

private float LineWidth { get; set; }

//The 'Constructor'

public Shape(float xOrigin, float yOrigin)

{

XOrigin = xOrigin;

YOrigin = yOrigin;

}

//Abstract methods

public abstract void Draw();

//Concrete methods

public virtual void MoveTo(float x, float y)

{

XOrigin = x;

YOrigin = y;

}

public virtual void MoveBy(float x, float y)

{

XOrigin += x;

YOrigin += y;

}

public void ResizeAbsolute(float turtleX, float turtleY)

{

Resize(Math.Abs(turtleX - XOrigin), Math.Abs(turtleY - YOrigin));

}

public abstract void Resize(float x, float y);

public virtual void Select()

{

LineWidth = 4;

}

public virtual void Unselect()

{

LineWidth = 2;

}

protected void ResetTurtle()

{

Turtle.ShowTurtle = false;

Turtle.PenSize = LineWidth;

Turtle.Angle = 0; //Always start from North

Turtle.X = XOrigin;

Turtle.Y = YOrigin;

}

}

}

## Rectangle.cs

using Nakov.TurtleGraphics;

namespace OOPDraw

{

public class Rectangle : Shape

{

//Properties

private float Width { get; set; }

private float Height { get; set; }

//The 'Constructor'

public Rectangle(float xOrigin, float yOrigin, float width, float height) : base(xOrigin, yOrigin)

{

Width = width;

Height = height;

}

public override void Draw()

{

ResetTurtle();

for (int i = 0; i < 2; i++)

{

Turtle.Forward(Height);

Turtle.Rotate(90);

Turtle.Forward(Width);

Turtle.Rotate(90);

}

}

public override void Resize(float x, float y)

{

Width = x;

Height = y;

}

}

}

## EquilateralTriangle.cs

using Nakov.TurtleGraphics;

namespace OOPDraw

{

public class EquilateralTriangle : Shape

{

//Properties

private float SideLength { get; set; }

public EquilateralTriangle(float xOrigin, float yOrigin, float sideLength) : base(xOrigin, yOrigin)

{

SideLength = sideLength;

}

public override void Draw()

{

ResetTurtle();

Turtle.Rotate(30);

for (int i = 0; i < 3; i++)

{

Turtle.Forward(SideLength);

Turtle.Rotate(120);

}

}

public override void Resize(float x, float y)

{

//Ignore Y

SideLength = x;

}

}

}

## House.cs

namespace OOPDraw

{

public class House : Shape

{

private float Width { get; set; }

private float WallHeight { get; set; }

private Rectangle Walls { get; set; }

private EquilateralTriangle Roof { get; set; }

public House(float originX, float originY, float width, float wallHeight) : base(originX, originY)

{

Width = width;

WallHeight = wallHeight;

Walls = new Rectangle(originX, originY, width, wallHeight);

Roof = new EquilateralTriangle(originX, originY + wallHeight, width);

}

public override void Draw()

{

Walls.Draw();

Roof.Draw();

}

public override void Resize(float x, float y)

{

Width = x;

var yDiff = y - WallHeight;

WallHeight = y;

Walls.Resize(x, y);

Roof.Resize(x, 0);

Roof.MoveBy(0, yDiff);

}

public override void Select()

{

Walls.Select();

Roof.Select();

}

public override void Unselect()

{

Walls.Unselect();

Roof.Unselect();

}

public override void MoveTo(float x, float y)

{

base.MoveTo(x, y);

Walls.MoveTo(x, y);

Roof.MoveTo(x, y + WallHeight);

}

}

}

## Form1.cs

using Nakov.TurtleGraphics;

using System;

using System.Collections.Generic;

using System.Windows.Forms;

namespace OOPDraw

{

public partial class Form1 : Form

{

public Form1()

{

InitializeComponent();

}

private List<Shape> shapes = new List<Shape>();

private Shape mostRecent;

private void Form1\_MouseClick(object sender, MouseEventArgs e)

{

//Transform windows coordinates to Turtle coordinates

float turtleX = e.X - Width / 2 + 8;

float turtleY = Height / 2 - e.Y - 19;

string selectedItem = (string)comboBox1.SelectedItem;

if (selectedItem == "Draw Triangle") //We will add more options later

{

AddShape(new EquilateralTriangle(turtleX, turtleY, 50));

}

else if (selectedItem == "Draw Rectangle")

{

AddShape(new Rectangle(turtleX, turtleY, 100, 50));

}

else if (selectedItem == "Draw House")

{

AddShape(new House(turtleX, turtleY, 100, 50));

}

else if (selectedItem == "Move Shape")

{

ActiveShape().MoveTo(turtleX, turtleY);

}

else if (selectedItem == "Resize Shape")

{

ActiveShape().ResizeAbsolute(turtleX, turtleY);

}

DrawAll();

}

private void AddShape(Shape shape)

{

if (shapes.Count > 0) //i.e. this isn't the first shape

{

ActiveShape().Unselect();

}

shapes.Add(shape);

activeShapeNumber = shapes.Count - 1; //i.e. the shape just added

ActiveShape().Select();

}

public void DrawAll()

{

Turtle.Dispose(); //First clear all Turtle tracks to start afresh

foreach (var shape in shapes)

{

shape.Draw();

}

}

private int activeShapeNumber = 0;

private Shape ActiveShape()

{

return shapes[activeShapeNumber]; //List elements can be accessed like an array

}

private void Next\_Click(object sender, System.EventArgs e)

{

ActiveShape().Unselect();

activeShapeNumber = activeShapeNumber + 1;

if (activeShapeNumber >= shapes.Count) activeShapeNumber = 0;

ActiveShape().Select();

DrawAll();

}

private void Prev\_Click(object sender, System.EventArgs e)

{

ActiveShape().Unselect();

activeShapeNumber = activeShapeNumber - 1;

if (activeShapeNumber < 0) activeShapeNumber = shapes.Count - 1;

ActiveShape().Select();

DrawAll();

}

}

}

## Form1.Designer.cs

namespace OOPDraw

{

partial class Form1

{

/// <summary>

/// Required designer variable.

/// </summary>

private System.ComponentModel.IContainer components = null;

/// <summary>

/// Clean up any resources being used.

/// </summary>

/// <param name="disposing">true if managed resources should be disposed; otherwise, false.</param>

protected override void Dispose(bool disposing)

{

if (disposing && (components != null))

{

components.Dispose();

}

base.Dispose(disposing);

}

#region Windows Form Designer generated code

/// <summary>

/// Required method for Designer support - do not modify

/// the contents of this method with the code editor.

/// </summary>

private void InitializeComponent()

{

this.comboBox1 = new System.Windows.Forms.ComboBox();

this.Next = new System.Windows.Forms.Button();

this.Prev = new System.Windows.Forms.Button();

this.SuspendLayout();

//

// comboBox1

//

this.comboBox1.Items.AddRange(new object[] {

"Draw Triangle",

"Draw Rectangle",

"Draw House",

"Move Shape",

"Resize Shape"});

this.comboBox1.Location = new System.Drawing.Point(13, 13);

this.comboBox1.Name = "comboBox1";

this.comboBox1.Size = new System.Drawing.Size(121, 21);

this.comboBox1.TabIndex = 0;

//

// Next

//

this.Next.Location = new System.Drawing.Point(13, 51);

this.Next.Name = "Next";

this.Next.Size = new System.Drawing.Size(48, 22);

this.Next.TabIndex = 1;

this.Next.Text = "Next";

this.Next.UseVisualStyleBackColor = true;

this.Next.Click += new System.EventHandler(this.Next\_Click);

//

// Prev

//

this.Prev.Location = new System.Drawing.Point(79, 51);

this.Prev.Name = "Prev";

this.Prev.Size = new System.Drawing.Size(55, 22);

this.Prev.TabIndex = 2;

this.Prev.Text = "Prev";

this.Prev.UseVisualStyleBackColor = true;

this.Prev.Click += new System.EventHandler(this.Prev\_Click);

//

// Form1

//

this.AutoScaleDimensions = new System.Drawing.SizeF(6F, 13F);

this.AutoScaleMode = System.Windows.Forms.AutoScaleMode.Font;

this.ClientSize = new System.Drawing.Size(385, 323);

this.Controls.Add(this.Prev);

this.Controls.Add(this.Next);

this.Controls.Add(this.comboBox1);

this.Name = "Form1";

this.Text = "Form1";

this.MouseClick += new System.Windows.Forms.MouseEventHandler(this.Form1\_MouseClick);

this.ResumeLayout(false);

}

#endregion

private System.Windows.Forms.ComboBox comboBox1;

private System.Windows.Forms.Button Next;

private System.Windows.Forms.Button Prev;

}

}

## Program.cs

using System;

using System.Windows.Forms;

namespace OOPDraw

{

static class Program

{

/// <summary>

/// The main entry point for the application.

/// </summary>

[STAThread]

static void Main()

{

Application.EnableVisualStyles();

Application.SetCompatibleTextRenderingDefault(false);

Application.Run(new Form1());

}

}

}